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Задание №1 Шаблон проектирования - фабрика

Условие:

Создать фабрику алгоритмов шифрования.

Код:

using System;

using System.Collections.Generic;

using Laba\_4.Cryptos;

namespace Laba\_4

{

internal class Program

{

private static void Main()

{

var message = "колобок";

ICryptAlgorithmFactory factory = new CryptAlgorithmFactory();

var algorithms = new List<ICrypt>

{

factory.CreateMagicSquare(),

factory.CreatePolibSquare(),

factory.CreateWheatstoneSquare()

};

foreach (var algorithm in algorithms)

{

DemoCryptAlgorithm(algorithm, message);

}

}

private static void DemoCryptAlgorithm(ICrypt algorithm, string message)

{

var encryptMessage = algorithm.Crypt(message);

var decryptedMessage = algorithm.Decrypt(encryptMessage);

Console.WriteLine(encryptMessage);

Console.WriteLine(decryptedMessage);

Console.WriteLine();

}

}

}

using Laba\_4.Cryptos;

namespace Laba\_4

{

public interface ICryptAlgorithmFactory

{

ICrypt CreateMagicSquare();

ICrypt CreatePolibSquare();

ICrypt CreateWheatstoneSquare();

}

}

using Laba\_4.Cryptos;

namespace Laba\_4

{

internal class CryptAlgorithmFactory : ICryptAlgorithmFactory

{

public ICrypt CreateMagicSquare()

{

return new MagicSquare();

}

public ICrypt CreatePolibSquare()

{

return new PolibSquare();

}

public ICrypt CreateWheatstoneSquare()

{

return new WheatstoneSquare();

}

}

}

using System;

namespace Laba\_4.Utils

{

public static class MatrixUtil

{

public static string ConvertToString<T>(this T[,] matrix)

{

var result = string.Empty;

for (int i = 0; i < matrix.GetLength(0); i++)

{

for (int j = 0; j < matrix.GetLength(1); j++)

{

result += matrix[i, j].ToString();

}

}

return result;

}

public static T[,] ConvertToMatrix<T>(this T[] arr, int m, int n)

{

if (arr.Length != m \* n)

{

throw new ArgumentNullException();

}

T[,] matrix = new T[m, n];

Buffer.BlockCopy(arr, 0, matrix, 0, arr.Length \* sizeof(char));

return matrix;

}

}

}

namespace Laba\_4.Cryptos

{

public interface ICrypt

{

string Crypt(string text);

string Decrypt(string encryptText);

}

}

using System;

using Laba\_4.Utils;

namespace Laba\_4.Cryptos

{

internal class MagicSquare : ICrypt

{

private const int DefaultSquareSize = 4;

public string Crypt(string text)

{

var crypted = this.EncryptionMagicSquare(text);

return crypted.ConvertToString();

}

public string Decrypt(string text)

{

var cryptedMessage = text.ToCharArray().ConvertToMatrix(DefaultSquareSize, DefaultSquareSize);

return this.DecipherMagicSquare(cryptedMessage);

}

private int[,] defaultSquare = new int[DefaultSquareSize, DefaultSquareSize] { { 16, 3, 2, 13 }, { 9, 6, 7, 12 }, { 5, 10, 11, 8 }, { 4, 15, 14, 1 } };

private char[,] EncryptionMagicSquare(string text)

{

int index = 0;

char[,] encryptedText = new char[4, 4] { { ' ', ' ', ' ', ' ' }, { ' ', ' ', ' ', ' ' }, { ' ', ' ', ' ', ' ' }, { ' ', ' ', ' ', ' ' } };

while (index != text.Length)

{

for (int i = 0; i < 4; i++)

{

for (int j = 0; j < 4; j++)

{

if ((defaultSquare[i, j] == index + 1) && (index != text.Length))

{

encryptedText[i, j] = text[index];

index++;

}

}

}

}

return encryptedText;

}

private string DecipherMagicSquare(char[,] text)

{

int index = 0;

string decipheredText = null;

while (index != text.Length)

{

for (int i = 0; i < text.GetLength(0); i++)

{

for (int j = 0; j < text.GetLength(1); j++)

{

if ((defaultSquare[i, j] == index + 1) && (index != text.Length))

{

decipheredText += Convert.ToString(text[i, j]);

index++;

}

}

}

}

return decipheredText;

}

}

}

namespace Laba\_4.Cryptos

{

/// <summary>

/// Квадрат Полибия

/// </summary>

internal class PolibSquare : ICrypt

{

/// <summary>

/// Таблица шифрования

/// </summary>

private readonly char[,] arr;

private const int ArrLenght = 6;

public PolibSquare()

{

arr = new char[ArrLenght, ArrLenght];

FillArrayByAlphabet();

}

public string Crypt(string text)

{

return this.Encrypt(text);

}

/// <summary>

/// Заполнить таблицу шифрования по алфавиту

/// </summary>

public void FillArrayByAlphabet()

{

char letter = 'а';

for (int i = 0; i < ArrLenght; i++)

{

for (int j = 0; j < ArrLenght; j++)

{

arr[i, j] = letter;

if (letter == 'я')

break;

letter++;

}

}

}

/// <summary>

/// Первый вариант шифрования

/// Находим буву в таблице и вместо неё записываем нижнюю от неё в этом же столбце

/// Если буква была в нижней строчке, берём из первой

/// </summary>

/// <param name="str"></param>

/// <returns></returns>

public string Encrypt(string str)

{

string result = null;

if (!CheckString(str))

return "В строке присутсвуют запрещенные символы";

foreach (var letter in str.ToLower()) // берём букву из строки

{

if (letter == ' ') // пробел просто добавляем в резалт строку

{

result += letter;

continue;

}

for (int i = 0; i < ArrLenght; i++)

{

for (int j = 0; j < ArrLenght; j++)

{

if (letter == arr[i, j]) // находим нужную букву в таблице

{

if (i == ArrLenght - 1 || arr[i + 1, j] == '\0') // если буква из последней строки или под ней пусто берём букву из первой строки

result += arr[0, j];

else

result += arr[i + 1, j]; // иначе просто из нижней строки

}

}

}

}

return result;

}

public string Decrypt(string str) // все тоже самое что в Encrypt только наоборот

{

string result = null;

if (!CheckString(str))

return "В строке присутсвуют запрещенные символы";

foreach (var letter in str.ToLower())

{

if (letter == ' ')

{

result += letter;

continue;

}

for (int i = 0; i < ArrLenght; i++)

{

for (int j = 0; j < ArrLenght; j++)

{

if (letter == arr[i, j])

{

if (i == 0)

{

if (arr[ArrLenght - 1, j] == '\0')

result += arr[ArrLenght - 2, j];

else result += arr[ArrLenght - 1, j];

}

else

result += arr[i - 1, j];

}

}

}

}

return result;

}

private bool CheckString(string str) // проверить строку на правильность ввода

{

foreach (var letter in str.ToLower())

{

if (!(letter >= 'а' && letter <= 'я' || letter == ' '))

return false;

}

return true;

}

}

}

namespace Laba\_4.Cryptos

{

internal class WheatstoneSquare : ICrypt

{

private readonly char[,] \_firstMatrix = new char[7, 5]

{

{'ж', 'щ', 'н', 'ю', 'р'},

{'и', 'т', 'ь', 'ц', 'б'},

{'я', 'м', 'е', '.', 'с'},

{'в', 'ы', 'п', 'ч', ' '},

{'й', 'д', 'у', 'о', 'к'},

{'з', 'э', 'ф', 'г', 'ш'},

{'х', 'а', ',', 'л', 'ъ'}

};

private readonly char[,] \_secondMatrix = new char[7, 5]

{

{'и', 'ч', 'г', 'я', 'т'},

{',', 'ж', 'м', 'ь', 'о'},

{'з', 'ю', 'р', 'в', 'щ'},

{'ц', 'й', 'п', 'е', 'л'},

{'ъ', 'а', 'н', '.', 'х'},

{'э', 'к', 'с', 'ш', 'д'},

{'б', 'ф', 'у', 'ы', ' '}

};

public string Crypt(string text)

{

return this.Encrypt(text);

}

public string Encrypt(string text)

{

text = text.ToLower();

string result\_text = "";

if (text.Length % 2 != 0)

{

text += ' ';

}

int length = text.Length / 2;

int k = 0;

char[,] bigram = new char[length, 2];

char[,] kripto\_bigram = new char[length, 2];

for (int i = 0; i < length; i++)

{

for (int j = 0; j < 2; j++)

{

bigram[i, j] = text[k];

k++;

}

}

int step = 0;

while (step < length)

{

var cortege1 = FindIndexes(bigram[step, 0], \_firstMatrix);

var cortege2 = FindIndexes(bigram[step, 1], \_secondMatrix);

kripto\_bigram[step, 0] = \_secondMatrix[(int)cortege1.i, (int)cortege2.j];

kripto\_bigram[step, 1] = \_firstMatrix[(int)cortege2.i, (int)cortege1.j];

step++;

}

for (int i = 0; i < length; i++)

{

for (int j = 0; j < 2; j++)

{

result\_text += kripto\_bigram[i, j].ToString();

}

}

return result\_text;

}

public string Decrypt(string text)

{

string result\_text = "";

int length = text.Length / 2;

int k = 0;

char[,] bigram = new char[length, 2];

char[,] kripto\_bigram = new char[length, 2];

for (int i = 0; i < length; i++)

{

for (int j = 0; j < 2; j++)

{

bigram[i, j] = text[k];

k++;

}

}

int step = 0;

while (step < length)

{

var cortege1 = FindIndexes(bigram[step, 0], \_secondMatrix);

var cortege2 = FindIndexes(bigram[step, 1], \_firstMatrix);

kripto\_bigram[step, 0] = \_firstMatrix[(int)cortege1.i, (int)cortege2.j];

kripto\_bigram[step, 1] = \_secondMatrix[(int)cortege2.i, (int)cortege1.j];

step++;

}

for (int i = 0; i < length; i++)

{

for (int j = 0; j < 2; j++)

{

result\_text += kripto\_bigram[i, j].ToString();

}

}

return result\_text;

}

private (int? i, int? j) FindIndexes(char symbol, char[,] matrix)

{

for (int i = 0; i < 7; i++)

{

for (int j = 0; j < 5; j++)

{

if (symbol == matrix[i, j])

{

return (i, j);

}

}

}

return (i: null, j: null);

}

}

}

Результат:

![](data:image/png;base64,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)

Вывод

В ходе лабораторной работы были отработаны навыки разработки алгоритма на основе шаблонов проектирования, таких как фабрика и фабричный метод.